**템플릿 (template)**

템플릿을 사용하여 프로그래밍을 하는 것을 **일반화(Generic - 제네릭)** 프로그래밍이라고 한다.

템플릿을 알아야 후에 **STL (Standeard Template Library)** 를 공부 할 수 있다.

템플릿은 붕어빵 모형틀, 모형 자 등등으로 비유 할 수 있으며, **함수나 클래스의 모양을**

**만들 수 있는 틀**이다. 예를 들어, 함수나 클래스가 붕어빵이라면 템플릿은 그것을 만들기 위한

붕어빵 틀인 셈이다.

**일반화(Generic)** 이라는 말의 의미는 붕어빵 틀을 만드는 것과 같다.

만약 이러한 틀이 없다면 붕어빵 모양을 손수 빗어서 만들어야 하지만 이런 특정 기능을 하는

틀을 만들어 놓는다면 **어떤 재료를 넣든** **결과물은 붕어빵의 모양**일 것이다.
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위 그림과 같이 찍어내는 모양은 같지만 타입에 따라서 색은 달라진다. 즉, 내용에 따라 객체의 타입이 달라진다는 것이다. 공통점은 같은 틀, 템플릿에 찍힌 모양일 뿐, 내용은 같아지지 않는다.

위 구조는 각 타입에 대한 함수를 오버 로딩하여 만들 수도 있지만, 이처럼 템플릿을 사용한다면

**하나의 템플릿만으로 각 타입의 함수를 오버 로딩하는 효과**를 가질 수 있다.

그렇게 된다면 코딩이 좀 더 심플해지고, 작업을 훨씬 효율적으로 수행 할 수 있다.

이것이 **일반화 프로그래밍의 목표**다.

위 그림처럼 코딩을 할 때, **특정 타입의 모양은 붕어빵이 아니라, 다른 빵의 모양 또는 다른 기능을 수행**하는 상황이 충분히 일어 날 수 있다.
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그 상황은 위의 그림으로 이해 할 수 있었다. 이것을 **템플릿 특수화**라고 한다.

템플릿 특수화도 함수의 오버 로딩과 비슷하게 이해 할 수 있고, 복잡하게 생각 할 필요 없이

**특수화를 하려는 타입에 대한 템플릿을 하나 더 정의**하면 해결된다.

위 그림이 적절한 예시이다.

클래스도 그렇듯 템플릿 역시 기본적인 문법이 존재한다.

우선 너무나도 당연하지만 만들기 위해선 선언이 필요하고, 선언 방법은 밑과 같다.

**template <typename N> // 템플릿 선언**

N 이라는 타입에 대해 템플릿을 선언한다는 뜻이다. 만일 여러 타입에 대한 템플릿을 만들고자 한다면 **template<typename N, typname N1, .. >** 와 같이 선언하면 된다.

여기서 N 은 모든 타입을 대변하는 이름이다. 사용자가 해당 템플릿을 사용하려면 N 타입으로 선언된 위치에 값이나 변수를 넣어서 템플릿을 호출하면 대입된 타입이 컴파일 시간에 자동으로 타입이 추론되어 해당 타입에 맞는 함수 또는 클래스가 구체화 된다.

**N myFunc(T a, T b) { return a + b; }**

라는 간단한 템플릿을 만든다면 **내용이 무엇이든지 구체화 되는 모양은 a + b** 가 될 것이다.

만약 **myFunc(1,3)** 이라고 쓰게 된다면 **int myFuns(int, int)** 가 구체화 될 것이고

**myFunc(1.3,3.3)** 이라고 쓰면 **double myFuns(double,double)** 가 구체화 될 것이다.

템플릿의 구체화는 컴파일 할 때, 필요한 타입에 대해서만 구체화 해준다.

이렇듯 코드로 보면 확실히 느껴지는 게, **본래는 함수 오버 로딩을 두 번 해야 할 일을**

**템플릿 하나로 간단하게 처리**하는 모습을 볼 수 있다.

이제 템플릿을 구체화 할 때 생각해야 될 문제가 있는데, C++ 은 헤더파일과 cpp 파일을 분리해서 함수, 클래스 선언과 정의를 따로 하게 되는데 일반적으로 **헤더파일에는 선언만 하지 정의는 하지 않는다.**.고 한다. 나는 처음 안 사실이지만 그렇다고 한다.

이 때, 이런 방법으로 **선언과 정의를 따로 하면 템플릿은 문제**를 발생시킨다.

![C:\Users\wolf\Desktop\compressjpeg\bandicam 2018-12-17 21-53-02-230-min.jpg](data:image/jpeg;base64,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)

위 그림은 컴파일 타임에 소스가 번역되는 단위를 간략하게 보여주는 예시다.

번역단위1 과 번역단위2 는 컴파일 때 **서로를 참조하지 않는다.**

각각 따로 컴파일이 되고 목적파일로 된다.

보통은 a.h 에는 a.cpp 에서 정의된 함수나 클래스에 대한 선언을 하기 때문에 컴파일 타임에

아무 문제도 발생하지 않는다고 한다. 구체적인 구현에 대한 **연결은 링크 과정에서 링커**에게

맡기게 되어 있기 때문이다.

하지만 템플릿은 구체화라는 작업을 **컴파일 타임**에 하기 때문에 구체적인 구현이 다른 변역단위에 있다면 문제가 발생한다. 즉, 템플릿의 구체화를 위해서는 **템플릿 정의가 같은 번역 단위에 있어야 비로소 구체화가 가능하다.**

즉, 문제가 발생하는 경우는 일반적으로 헤더와 구현을 따로 하듯이 **템플릿을 헤더에 선언하고, 구현부에 정의**한다면 이런 방식은 구체화가 되는 시점에서 컴파일 에러가 발생한다.

결국 템플릿은 어쩔 수 없이 **헤더파일에 선언과 정의가 같이 있어야 한다.**

아마도 둘은 작업하는 시점이 달라서 발생하는 에러 인 것 같다.

즉, 요점은 템플릿은 **헤더파일에서 시작해서 헤더파일에서 끝나야 한다** 인 것 같다.

그냥 간단하게 생각해서 **헤더에서 선언 한 후, 바로 정의** 해버리자.

그리고 템플릿은 컴파일 타임에 템플릿 함수가 호출 될 때 자동으로 이루어지는데, **전달된 타입에 대한 추론**은 컴파일이 알아서 해준다만, 몇 가지의 경우에는 구체화 될 함수의 타입을 강제로 지정해줘야 하는 경우가 있다.

예로 myFunc(1.4, 8) 와 같이 함수를 썼다고 하자.

1.4 와 8 이 서로 다른 타입이라고 볼 수 있을까? 일반적으로 변수를 선언할 때 double x = 8; 이라고 하는 것은 에러가 아니기 때문에 암묵적으로 8 이라는 정수가 double 형으로 **형변환**이 될 수 있기 때문이다.

그런데 **템플릿은 이러한 암묵적인 변환은 허용하지 않는다**고 한다.

변환되지 않고 그대로 해석된다는 말이다. (double 이면 double, int 면 int)

다행히 이런 경우를 위해 사용자가 직접 타입을 강제하는 문법이 있었다.

myFunc<double> (1.4 , 8) 로 한다면 8 의 타입은 double 로 강제되어 결과값은 9.4 가 되고,

myFunc<int> (1.4 , 8) 가 된다면 1.4 의 타입이 int 로 강제되어 결과값은 9 가 된다.

즉, 컴파일러에서 **추론하기 전에 미리 해당 인수에 대한 타입을 강제**하는 것이다. 이 경우엔 타입 추론 대신 해당 데이터를 형변환 시킨다.

**반환 타입에 대한 추론**은 컴파일러가 할 수 없다고 한다.

만약 템플릿이 **인수와 반환 타입을 각각 따로** 다루게 된다면 코드상에서는 반환 타입을 알 수 없으므로 곤란하게 된다. ~~모호성의 문제인가?~~

보통 이런 경우는 반환 타입을 명시적으로 지정하는 목적으로 설계가 된다.

예로 타입을 캐스팅 하는 함수를 만든다면 **반환 타입을 직접 지정해주어야 한다.**

그리고 이제 아마도 우리가 계속해서 쓰게 될 **클래스 템플릿**, 아마 템플릿을 함수로 선언하기보단, **클래스 템플릿을 사용하는 경우가 훨씬 많을 것 같다.**

**함수와 클래스의 구조적 차이점으로 인해 클래스 템플릿은 반드시 타입을 명시**해주어야 하는 점을 빼곤 크게 다른 점은 없다고 한다.

객체가 생성 되기 전(=생성자 호출 전)에 먼저 객체를 위한 메모리가 할당되어야 하는데 메모리 할당을 위해서는 생성자에 전달 될 인수의 타입을 미리 알아야 한다.

이제 와서 멤버 변수의 타입도 모르는데 메모리가 얼마나 할당 되는 지 모르는 건 상식이다.

이렇듯 클래스의 생성자가 호출되기 전에 객체를 위한 메모리가 할당되어 있어야 한다.

만일 클래스 템플릿을 호출할 때, MyClass(3) 과 같이 명시적으로 타입을 지정하지 않고 생성자를 호출하면 **얘가 어떤 타입인 지 모르기 때문에 얼마나 메모리를 할당해야 할 지 모르게** 되고 그로 인해 문제가 발생하는 듯 하다.

이 뿐만이 아니라 템플릿 클래스의 이름이 본래 **MyClass<T>** 라면, int 타입으로 명시적으로

구체화 한 후의 클래스의 이름은 **MyClass<int>** 가 된다고 한다.

이 부분은 함수로 만드는 것과 확실히 구별해서 기억하는 편이 좋을 것 같다.